**שאלה 1**

הוכח/הפרך עבור :

הטענה לא נכונה. לפי הנלמד בהרצאה f1(n)=Ɵ(1) אם ורק אם f1(n)=O(1) וגם f1(n)=Ω (1). לפיכך, הכיוון הוא נכון. נציג דוגמא נגדית לכיוון , ובכך נפריך את הטענה:

יהא . נראה שמתקיים , כלומר לכל c > 0 קיים n0>0 כך שיתקיים לכל n≥n0 ש- f­1(n)≤c. כדי להוכיח זאת, נשתמש בהגדרה השקולה להגדרת o:

מכיוון ש- היא פונקציה ידועה, וידוע כי , הטענה מתקיימת. לכן f1(n)=o(1), ולכן בפרט f1(n)=O(1) (כי ). בנוסף, לפי הגדרת o, לכל c>0 קיים n0>0 כך שלכל n>n0 מתקיים f1(n)<c. לכן, **לא קיים** c>0 עבורו קיים n0>0 כך שלכל n>n0 מתקיים f1(n)>c, לכן f1(n)≠Ω(1), ולכן f1(n)≠Ɵ(1).



הטענה נכונה. נוכיח זאת:

***הסבר המעברים:***

1. *לפי הגדרת* Ω*.*
2. *חילוק ב- שאפשרי כי* f1 *פונקציה חיובית לפי הנתונים.*
3. *העלאה בריבוע, שמכיוון שהיא פונקציה אי שלילית, ובתחום שלנו חיובית ממש ומונוטונית עולה, אינה משנה את סימן אי השוויון.*
4. *חלוקה ב-*c2 *(מספר חיובי) לא משנה את אי השוויון.*
5. *הצבה - .*
6. n0 *נתון מהגדרת Ω, ו-*d *שהצבנו קודם התלוי ב-*c *הנתונה מהגדרת Ω.*
7. *לפי הגדרת* O*.*
8. *אם וגם אז*

*הטענה לא נכונה. נוכיח באמצעות דוגמא נגדית:*

*נגדיר את הפונקציות הבאות: .*

: *יהא* c=1, n0=2, *לכל* n≥n0 *מתקיים: .*

*הוכחה: היא פונקציה מונוטונית עולה לכל ולכל (מאינפי 1מ'). לכן לכל 1≤x<y מתקיים .*

1. *אם אז*

*הטענה לא נכונה. נוכיח באמצעות דוגמא נגדית:*

*מתקיים:*

*אך לא מתקיים:*

*נניח כי קיימים* c, n0 >0 *כך ש:*

*קיבלנו סתירה עבור:*

1. *אם וגם אז*

*הטענה נכונה. נוכיח זאת:*

*מהנתונים נסיק כי:*

*כעת נסתכל על המנה:*

*לכן:*

*קיבלנו:*

*באופן דומה:*

*ולכן*

*נסמן:*

*מ-(\*) ומ-(\*\*) נקבל כי:*

1. *אם וגם*

*אז*

*הטענה נכונה. נוכיח זאת:*

*לפי הנתון, קיימים כך שלכל מתקיים כי:*

*כמו כן, קיימים כך שלכל מתקיים כי:*

*נסתכל כעת על:*

*לכן קיימים כך שלכל מתקיים כי:*

*לכן:*

**שאלה 2**

1. לכל זוג פונקציות 𝑓(𝑛), 𝑔(𝑛) בטבלה למטה, כתבו את הסימנים: Ω, 𝜃, 𝑂

בהתאם לפי היחס: 𝑓(𝑛)= 𝑂(𝑔(𝑛)) , 𝑓(𝑛) = Θ(𝑔(𝑛)) , 𝑓(𝑛) = Ω(𝑔(𝑛))

אם יש יותר מיחס מתאים, תבחרו את היחס הכי חזק בין ו-.

הוכיחו את תשובתכם.

![](data:image/png;base64,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)

הסבר ⊛: ידוע כי log(n) מונוטונית עולה, וידוע כי log2(2)=1, וכן n≥n0.

***הסבר המעברים:***

1. *לפי הגדרת אומגה*
2. *חילוק ב-*n>0 *לא משנה את סימן אי השוויון.*
3. *חילוק ב-*log(n)>0 *(כי* n>2*) לא משנה את סימן אי השוויון.*
4. *ממונוטוניות* 2x*.*

*לפיכך נובע כי עבור* n0=2 *ועבור* c=1 *מתקיים התנאי, כי* 2c *היא פונקציה קבועה, וספציפית עבור ה-*c *שבחרנו מתקיים כי לכל* n≥2=n0 *יתקיים* n≥2c*. לפיכך, מכיוון שמתקיים , הטענה נכונה.*

*נבחר , ונקבל כי לכל הטענה מתקיימת (⊛).*

***הסבר המעברים:***

1. *לפי הגדרת* O*.*
2. *חילוק ב-*n>0 *לא משנה את סימן אי השוויון.*
3. *הוצאת שורש לא משנה את סימן אי השוויון ממונוטוניות (ושני האגפים חיוביים).*
4. *לפי הגדרת* O*, עבור* c, n0 *של .*

*⊛ (טענה מהתרגול), לכן בפרט עבור הטענה מתקיימת. לפיכך, מכיוון שמתקיים , הטענה נכונה.*

*נשים לב כי היא הרכבת פונקציות מונוטוניות עולות, ולכן פונקציה עולה. לפיכך, ומכיוון שמתקיים , אזי לכל* n>n0 *אי השוויון מתקיים.*

*נציב ונקבל כי מה שעלינו להוכיח הוא :*

*נשים לב כי עבור* logn-1 > 0 *יתקיים אי השוויון השני לפי טענה מההרצאה*:

*לכן, בפרט, לכל קיים* c>0 *עבורו קיים* n0>0 *כך שלכל* n>n0 *מתקיים , ולכן לפי הגדרה . עבור , אי השוויון ⊛ מתקיים, ומקיום יחס האמ"מ, נקבל כי הטענה נכונה.*

***הסבר המעברים:***

1. *לפי הגדרת Ω.*
2. *חילוק ב-*n>0 *לא משנה את סימן אי השוויון.*
3. *לפי ההגדרה השניה של* o.
4. *משפט ידוע מאינפי 2.*
5. *לפי ההגדרה השניה של .*
6. *לפי הגדרת .*

***הסבר המעברים:***

1. *לפי הגדרת אומגה.*
2. *הוכחנו כבר כי* nlog2n=O(n2)*, כלומר* **\****קיים* c1>0 *עבורו קיים* n0>0 *כך שלכל* n>n0 *יתקיים* nlog2n ≤ c1·n2*, ומכיוון שכך, בפרט יתקיים עבור* :n≥1log2n ≤ nlog2n ≤ c1·n2.

*לכן, ממונוטוניות יתקיים כי מכיוון ש- , מתקיים .*

*בנוסף, מכיוון שלכל מתקיים , עבור c=c1 אי השוויון מתקיים תמיד, ולכן מצאנו* c>0 *עבורו , ומכיוון שמתקיים*:

*, הטענה נכונה.*

*נבחר* c=1, n0=2*, ואז לכל* n≥2=n0 *מתקיים כי* (n-1)! ≥ (n0-1)! = (2-1)! = 1! = 1 = c*.*

: *הוּכַח בתרגול*

***הסבר המעברים:***

*⊛ הוכחנו זאת – זו הייתה הטענה הקודמת.*

1. *לפי הגדרת Ɵ, , ולכן נובע המעבר לפי הגדרת* O*.*
2. *לכל מתקיים*
3. *לפי הגדרת* O*.*

*נשים לב כי מתקיים , וכיוון ש-*nx *פונקציה מונוטונית עולה, מתקיים כי*

*. לפיכך עקב הביטוי הטריוויאלי , בפרט , כלומר קיים* c>0 *עבורו קיים* n0>0 *כך שלכל* n>n0 *יתקיים* n>c·n*. לכן, עבור אותם* c,n0 *יתקיים* nlog3>n>c·n0*.*

*לכן לפי הגדרה מתקיים .*

*נשים לב כי* log(3)-1>0*, לכן ניתן לסמן , ואז, כפי שכבר הוכחנו מסעיפים קודמים, מכיוון שמתקיים , אי השוויון* ***\**** *מתקיים, ולכן, עקב קיום , הטענה מתקיימת.*

***הסבר המעברים:***

1. *לפי הגדרת Ω.*
2. *חלוקה ב-*n>0 *לא משנה את סימן השוויון.*

*נשים לב כי מתקיים , ומכיוון ש-*nx *פונקציה מונוטונית עולה****\*****, ומתקיים כי*

*, מתקיים אי השוויון . לכן נבחר* c=1, n0=1*, ועבורם מתקיים*

***הסבר המעברים:***

1. *לפי הגדרת* O*.*
2. *חלוקה ב-*n2>0 *לא משנה את סימן השוויון.*

*⊛* xa *מונוטונית יורדת לכל* x>0 *עבור* a<0.

**המשך שאלה 2**

1. הראו כי לכל מתקיים .

***פתרון:***

*נסמן* log(n)=t *ונציב במה שנתבקשנו להוכיח: .*

*נשים לב שטענה זו הוכחה בתרגול, ולכן מש"ל.*

1. נתונה פונקציה כך ש-. הראו כי .

***פתרון:***

***הסבר המעברים:***

1. *לפי הגדרת* o*.*
2. 2x *מונוטונית עולה, ולכן אי השוויון נשמר.*
3. *חוקי חזקות.*
4. *.*

*עתה, יהא* c1>0*. נבחר . מכיוון שאי-השוויון מתקיים לכל* c > 0 *ולכל* n ≥ n0 > 0*, נציב* c=logn(c1·n)*, שכן מתקיים* c1·n1>1*,* *ולכן* logn(c1·n)>0.

*לפיכך מתקיים:*

*נציב , ולפיכך ( ):*

**שאלה 3**

1. נתונה משוואת הנסיגה הבאה כאשר a הוא קבוע ו-T(n)=1 לכל n<10. האם קיים a קבוע עבורו (𝑇(𝑛) = 𝜔(𝑛? אם כן מהו ה-a המינימאלי עבורו זה מתקיים ומה ערכה האסימפטוטי של (T(n במקרה זה?

*נפתור באמצעות עץ רקורסיות, נסמן:*

*ונקבל:*

*עץ רקורסיות:*

*נשים לב כי הסכום בשורה ה-k הוא מהצורה הבאה:*

*לכן סה"כ הסיבוכיות (סכום השורות):*

*לכל נקבל סכום של קבוע כלשהו כפול* n*, מצב זה אינו מתאים לנו כי אנחנו מחפשים* a *עבורו נקבל .*

*נדרוש על מנת שהסכום 'יתפוצץ' ולכן נקבל*

*במקרה שבו*

*נחסום את בצורה אסימפטוטית ע"י:*

1. מצאו חסם עליון וחסם תחתון אסימפטוטיים פשוטים (כלומר, ללא שימוש בסכימה, סימן עצרת וכו') עבור 𝑇(𝑛) בכל אחת מנוסחאות הנסיגה שלהלן. מצאו חסמים הדוקים ככל שתוכלו והוכיחו תשובתכם.

*נסמן:*

*נבדוק האם מתקיים:*

*מתקיים עבור:*

*נבדוק האם מתקיים:*

*נציב:*

*חישוב עזר:*

*לכן ניתן להזניח את החלק של* log *בחיפוש אחר* c *מתאים:*

*מתקיים עבור* c *כלשהו קטן מ-1*

*ולכן:*

*עבור:*

*נקבל:*

*מצד שני:*

*עבור:*

*נקבל:*

*בסה"כ:*

*נסמן:*

*מתקיים:*

*למשל עבור*

*מתקיים:*

*לכן:*

*נסמן:*

*נקבל:*

*נסמן:*

*נקבל:*

*נסמן:*

*נקבל:*

*נפתור לפי שיטת המאסטר כאשר:*

*מתקיים כי:*

*כמו כן מתקיים:*

*לכן מתקיים:*

*ולכן לפי שיטת המאסטר נקבל:*

**שאלה 4**

בעקבות הקורונה, מדינות רבות בעולם המיוצגות ע"י האינדקסים 1 עד 𝑁 רוצים לאמץ שיטת האקורדיון עם השינוי הבא: בשיטת האקורדיון המשק יפתח וייסגר בהתאם לקצב התחלואה במדינה, אבל, במטרה לצמצם את אי הודאות, במיוחד בתקופה זו, כל מדינה החליטה שהיא נכנסת לסגר כל מספר קבוע של ימים, כלומר במדינה 𝑖 נכנסים לסגר כל 𝐷i ימים אלא אם מקדימים את הסגר בעקבות מצב חירום (ע״י פעולת ()𝑃𝑟𝑒𝑐𝑒𝑑𝑒\_𝑙𝑜𝑐𝑘𝑑𝑜𝑤𝑛).

בתחילת כל יום, אנו מבצעים הדפסה של כל המדינות שיש בהן סגר (ע״י פעולת ()𝑙𝑜𝑐𝑘\_𝑑𝑜𝑤𝑛\_𝑛𝑜𝑤 בדיוק פעם אחת ליום, כלומר פעולה זו מסמנת את סוף היום הקודם)

נסמן

הציעו מבנה נתונים למימוש הפעולות הבאות:

* 𝐼𝑛𝑖𝑡(𝑁, 𝐷) - אתחול מבנה הנתונים עם הפרמטרים 𝑁 ו- 𝐷.

**סיבוכיות זמן: (𝟏)𝑶.**

* 𝐼𝑛𝑠𝑒𝑟𝑡(𝑖, 𝐷𝑖, 𝑑𝑎𝑦𝑠) - הוספת המדינה 𝑖 למבנה שהיא עוד לא במבנה, עם קבוע סגר 𝐷𝑖 כך שנותרו 𝑑𝑎𝑦𝑠 ימים לסגר הבא מיום ביצוע פעולה זו.

**סיבוכיות זמן: (𝟏)𝑶.**

* 𝑃𝑟𝑒𝑐𝑒𝑑𝑒\_𝑙𝑜𝑐𝑘𝑑𝑜𝑤𝑛(𝑖, 𝑑𝑎𝑦𝑠) – הקדמת הסגר במדינה 𝑖 ב – 𝑑𝑎𝑦𝑠 ימים בעקבות מצב חירום.

**סיבוכיות זמן: (𝟏)𝑶.**

* ()𝑙𝑜𝑐𝑘\_𝑑𝑜𝑤𝑛\_𝑛𝑜𝑤 – הדפסת האינדקסים של כל המדינות שבהן יש סגר ביום הפעלת הפונקציה.

**סיבוכיות זמן: (𝒌) 𝑶כאשר 𝒌 זהו מספר המדינות המודפסות.**

סיבוכיות המקום הנדרשת עבור המבנה הינה 𝑂(𝑁 + 𝐷).

*הערה: D ו- N אינם קבועים לצורכי ניתוח סיבוכיות.*

*בבואנו לפתור את התרגיל, נשים לב כי סיבוכיות הזמן של אתחול המבנה מוכרח להיות O(1). לפיכך, לפי הנלמד בהרצאה, נשתמש במבנה נתונים מסוג* ***מערך רב מימדי****.*

*ראשית, נגדיר את המערכים בהם נשתמש, אשר יהוו את המבנה שלנו:*

***Countries*** *– מערך ראשי בגודל* N *בו התא ה-*i *יחזיק מצביע ל-*node *של המדינה ה-*i.

***B*** *– מערך "ברוך" – מערך בגודל* N *הנועד לוודא האם כל ערך במערך* C *הוא "ערך זבל".*

***C*** *– מערך "אינדקסים מאותחלים" באורך* N*.*

***remainingDays*** *– מערך בגודל* D *בו התא ה-*i *מכיל רשימה מקושרת דו כיוונית של מדינות שייכנסו לסגר ביום ה-*i(modD) *מיום יצירת המבנה. במבנה שלנו נחזיק מצביע למערך זה בשם* lockdown\_today*, שיסמן באיזה יום אנו נמצאים מבחינת סגר (יתקדם* +1 *ע"י הקריאה לפונקציה lock\_down\_now()).*

*נציג את מבנה ה-*nodes *בהם נשתמש:*

int **country\_id** - (i)

int **between\_lockdowns** - (Di)

int **starting\_days** - (days)

int **list\_index**

country\_node\* **previous** - (i-1)’th country node pointer

country\_node\* **next** – (i+1)’th country\_node pointer

typedef struct country\_node:

int **index**

country\_node\* **next**

typedef struct head\_node:

*המקום הנדרש למימוש המבנה, אם כן, הוא בגודל* 3N+D *עבור המערכים, ועוד* Ncountry\_nodes*, ועוד* Dhead\_nodes*. סה"כ:* 3N+D+N+D=4N+2D=O(N+D)*.* *לכן המבנה שלנו עומד בסיבוכיות המקום הנדרשת.*

*כעת נציג את אופן מימוש הפונקציות:*

***Init:*** *ניצור 3 מערכים בגודל* N *ומערך אחד בגודל* D*. נאתחל את 3 המערכים הראשונים ע"י שימוש בשיטה שנלמדה בהרצאה, כאשר המערכים* Countries, B, C *תואמים בדיוק למערכים* A, B, C *מההרצאה. בנוסף, ניצור מצביע בשם* lockdown\_today *לתא 0 של המערך* remainingDays*. לא ניצור את ה-*head\_nodes *(זה יקרה ב-*Insert *בפעם הראשונה שנידרש לכך.*

סיבוכיות זמן: *מכיוון שהקצאת מערך ויצירת מצביע הן פעולות שסיבוכיות הזמן שלהן היא מסדר גודל* O(1)*, סה"כ סיבוכיות הזמן של* Init *היא* 5·O(1)=O(1)*, כנדרש.*

***Insert:*** *ניצור* country\_node *עם הפרטים הרלוונטיים עבור השדות* country\_id, between\_lockdowns, starting days *ונקרא לו מעתה "החוליה החדשה". נעדכן את ערך* list\_index*, להיות* (lockdown\_today + starting\_days)(modD)*, וזהו יהיה ערך האינדקס הרלוונטי במערך* remainingDays*.*

*במערך* A *נשמור מצביע לחוליה החדשה, ונעדכן את המערכים* B *ו-*C *ממש כפי שנלמד בהרצאה: נכניס את* i *בתא ה-*top*, נכניס את הערך הרלוונטי בתא המתאים ב-*B *ונקדם את* top*.*

*במערך* remainingDays*, בתא עם אינדקס* list\_index*, נכניס את החוליה החדשה שיצרנו לרשימה המקושרת שבתא ע"י קישור של ה-*next *של החוליה ה-*i *לחוליה הראשונה הנוכחית אחרי ה-*head *ברשימה הרלוונטית, וקישור ה-*previous *של החוליה החדשה שיצרנו ל-*head. *אם התא הרלוונטי במערך* remainingDays *עוד ריק, ניצור* head\_node *מהתא הרלוונטי וה*-next *שלו יצביע לחוליה החדשה. ה-*head\_node *שיצרנו יהיה ה-*previous *של החוליה שיצרנו.*

סיבוכיות זמן: *מכיוון שיצירה של כל אחת מהחוליות (*country\_node/head\_node*) היא פעולה שמתבצעת ב-*O(1) *(כי בכל אחד מהם יש מס' קבוע של פעולות השמה ללא הקצאה בגודל משתנה), סיבוכיות הזמן של* Insert *היא גם* O(1)*, כנדרש.*

***Precede\_Lockdown:***

*ניגש לחוליה של המדינה ה-*i *(הכתובת שלה שמורה בתא ה-*i *במערך* countries*). נעדכן את* list\_index *כך:* list\_index-=days *(*days *התקבל בקריאה לפונקציה).*

*נוציא את חוליה* i *מהרשימה שלה ע"י חיבור* previous *ו-*next *אחד לשני, ונחבר את החוליה* i *לרשימה* list\_index *המעודכן (ישר אחרי ה-*head*, כמפורט בפונקציה* Insert*). אם* days>list\_index-lockdown\_today*, תיזרק הודעת שגיאה.*

סיבוכיות זמן: *מכיוון שלא עברנו על איברים באופן סדרתי, ורק ביצענו מס' סופי של פעולות חישוב/השמה מסדר* O(1)*, ומכיוון שמתקיים , זוהי גם סיבוכיות הזמן של הפונקציה:* O(1)*, כנדרש.*

***Lockdown\_now:***

ניגש למצביע lockdown\_today. הוא מצביע על תא במערך remainingDays, כך שכל המדינות שנמצאות ברשימה המקושרת של התא הזה נכנסות לסגר באותו היום. לפיכך, נעבור על כל איברי הרשימה המקושרת, שלפי נוסח השאלה, מספרם הוא k. לאחר הדפסה של מדינה, נוציא אותה לרשימה מקושרת temp, כאשר בחוליה של כל מדינה list\_index יתעדכן להיות lockdown\_today+between\_lockdowns(modD). כאשר ברשימה לא יוותרו חוליות מלבד ה-head, נעבור על האיברים שהכנסנו לtemp, ונקשר כל חוליה לרשימה המקושרת המתאימה לה (כבר עדכנו את list\_index של כולן). בסוף התהליך נקדם את lockdown\_today כך: lockdown\_today++(modD) (אריתמטיקה של מצביעים).

סיבוכיות זמן: *המעבר הסדרתי על* k *איברי הרשימה מתבצע ב-*O(k)*, וכל שאר הפעולות הן פעולות חישוב/השמה שהסיבוכיות שלהן היא* O(1)*, לכן סה"כ הסיבוכיות היא* O(k+x·1)=O(k), *כנדרש.*

*לפיכך הצגנו מבנה נתונים מסוג מערך רב מימדי, שסיבוכיות המקום שלו היא O(N+D) וסיבוכיות הזמן של ביצוע הפעולות עליו עומדות בדרישות השאלה, כנדרש.*

**שאלה 5**

לקראת פתיחת השמיים וסוף סוף נוכל לטייל בעולם, חברת CoroFly החליטה לנהל סקרים על מנת להתארגן ולהסדיר טיסות עתידיות.

לחברת CoroFly יש הסכם עם N מדינות המיוצגות ע"י האינדקסים 1 עד N.

ממשו מבנה נתונים אשר תומך בפעולות הבאות:

* 𝑰𝒏𝒊𝒕(𝑵) - מאתחלת את המבנה עם N מדינות.

**סיבוכיות זמן: (𝟏)𝑶.**

* 𝑭𝒍𝒚(𝒋, 𝒊) - מוסיפה לתוצאות הסקר כי אדם מסוים ממדינה j רוצה לטוס למדינה i.

**סיבוכיות זמן: (𝟏)𝑶.**

* 𝑨𝒓𝒓𝒊𝒗𝒂𝒍𝒔(𝒊) - מחזירה את מספר האנשים שאמרו שרוצים לטוס למדינה ה-i.

**סיבוכיות זמן: (𝟏)𝑶.**

* 𝑫𝒆𝒑𝒂𝒓𝒕𝒖𝒓𝒆𝒔(𝒋) - מחזירה את מספר האנשים שאמרו שרוצים לטוס מהמדינה ה-j.

**סיבוכיות זמן: (𝟏)𝑶.**

* (𝑭𝒂𝒗𝒐𝒓𝒆𝒅(𝒌 - מדפיסה את 𝑘 המדינות המועדפות (בסדר יורד) שאנשים רוצים לטוס

אליהן ברגע הקריאה לפעולה.

במקרה שישנם כמה פלטים אפשריים העומדים בתנאי הפונקציה, די בהדפסת אחד מהם.

**סיבוכיות זמן: (k)𝑶.**

* ()𝑨𝒗𝒐𝒊𝒅𝒆𝒅 - מדפיסה את כל המדינות שאף אחד לא רוצה לטוס אליהן.

**סיבוכיות זמן: (𝑂(𝑟, כאשר 𝑟 הוא מספר המדינות שיש להדפיס.**

סיבוכיות המקום הנדרשת עבור המבנה הינה 𝑂(𝑁).

**הערות:** שימו לב שאסור לאדם להצביע שהוא רוצה לטוס למדינה שלו.

נשים לב כי גם בתרגיל זה, ישנה דרישה לסיבוכיות אתחול O(1), לכן, כמו בתרגיל 4, נשתמש במערך רב מימדי: נשתמש במערך אחד באורך N בשם countries, (ובעוד שני מערכים לצורכי אתחול, לא נפרט עליהם) וברשימה מקושרת דו כיוונית של מדינות. כל איבר ברשימה יכיל את אינדקס המדינה, מספר בקשות לטוס אליה, מספר בקשות לטוס ממנה, מצביע קדימה ומצביע אחורה.

***Init:***נאתחל מערך (ב- O(1) לפי הנלמד בהרצאה) שיכיל זוגות של [מצביע, דגל] לאיבר ברשימה מקושרת דו כיוונית של המדינות שלא ביקשו לטוס אליהן. בעת האתחול נאפס את ערכי הבקשות (אל ומ-), נתחזק מונה שיאמר כמה מדינות יש לנו ברשימה.  
כל מדינה שתתווסף נוסיף לתחילת הרשימה (O(1)) ונעדכן את המצביע לראש הרשימה (נשמור אותו במערך באיבר מספר 0 (אין מדינה באינדקס כזה).

***Fly:*** אם i==j נחזיר שגיאה. נבדוק מה הדגל של i (המדינה שאנו רוצים לטוס אליה), אם הדגל הוא אפס נוציא את המדינה מרשימת המדינות שלא רוצים לטוס אליהן בO(1), נעביר לרשימת המדינות שבדיוק אדם אחד רוצה לטוס אליה (O(1)), נעדכן את ערכי אל ומ- המתאימים (O(1)), נעדכן את הדגל של המדינה להיות 1.

***Arrivals***:

אם הדגל של המדינה הוא 0, נחזיר 0.  
אחרת – נחזיר את הערך בתא המתאים באיבר ברשימה המקושרת שמחזיק את המדינה. ניתן לגשת למידע הדרוש ב-O(1) באמצעות המצביע שנמצא במערך.

***Departures:***

נחזיר את הערך של "מ-" באיבר שעליו מצביע הפוינטר במערך המדינות במקום ה-j.

***Favored(k):***

לצורך חישוב זה, נחזיק רשימה מקושרת שבה כל איבר הוא מצביע לראש רשימה מקושרת שמייצג ערך מספרי עבור כל ערכי הרשימה (כל המדינות שרוצים לטוס אליהן d אנשים).  
בעת הרצת הפונק' נרוץ על רשימת המצביעים מהמצביע שמייצג את הערך הכי גבוה, עבור כל מצביע נדפיס את כל המדינות שנמצאות ברשימה שלו. אם סיימנו לעבור על כל המצביעים והרשימות ועדיין לא הגענו ל-k, נמשיך להדפיס מרשימת המדינות שאליהן אף אחד לא ביקש לטוס עד להגעה ל-k מדינות.  
סיבוכיות המיקום O(N), סיבוכיות הזמן – O(k) כאשר k מספר המדינות המבוקשות.

***Avoided():***

נקרא לאיבר הראשון ברשימת המדינות שיצרנו ב-Init (ברשימה זו כל המדינות שעדיין לא ביקשו לטוס אליהן), נעבור על כל הרשימה ונדפיס את האינדקסים – O(r) כאשר r הוא מספר המדינות ברשימה.

איבר ברשימה המקושרת הדו-כיוונית של כל מדינה:

int **country\_id** - (i)

int **from**

int **to**

country\_node\* **previous** - (i-1)’th country node pointer

country\_node\* **next** – (i+1)’th country\_node pointer

typedef struct country\_node:

איבר ברשימה המקושרת של מצביעים סופרים (כל מצביע הוא ראש רשימה של המדינות בעלות ערך to שווה:

country\_node\*\* **head** – first country in the list

counter\_node\* **previous** - (i-1)’th counter\_node pointer

counter\_node\* **next** – (i+1)’th counter\_node pointer

typedef struct counter\_node:

***המערך* countries**

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  | · · · |  |  |  | **[FLAG, ]** |
| *N-1* | *N-2* | *N-3* | *N-4* |  | *3* | *2* | *1* | *0* |